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Consider the set of even numbers $E=\{0,2,4,6, \ldots\}$.
Are there fewer or greater elements than in the set of natural numbers?
If a function is both one-to-one and onto, then we say it is bijective, or a correspondence.

If a set $S$ has a correspondence with the natural numbers, i.e. $f: \mathcal{N} \rightarrow S$, we say that the set is countable.
$f(a)=2 a$ is a correspondence, $f: \mathcal{N} \rightarrow E$.
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There exists a language $L \in \mathcal{L}$ that is not recognized by any Turing Machine.

Suppose otherwise, towards a contradiction:
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$\exists L \in \mathcal{L}: L$ is not recognized by any TM.
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Write the transition function out as a binary string.
Interpret this binary string as an integer.
Does every integer represent a valid TM? No!
We can write it in binary, but it might not correctly encode $\delta$.
Nevertheless, we will consider every integer as representing a TM.
If it does not correctly encode a TM, we will say the language of that TM is $\emptyset$.
$\operatorname{Bin}(i)$ denotes the binary representation of $i \in \mathcal{N}$.
$M_{i}$ is the TM described by $\operatorname{Bin}(i)$.
Note: $\left\langle M_{i}\right\rangle=\operatorname{Bin}(i)$.
Sometimes we want to refer to the string representing machine $M$ without knowing $i$.
Sometimes we want to think of the set of all $i \in \mathcal{N}$ and the machines they represent.
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